# 1. Mở đầu

* Trong game, bạn thường xuyên cần xem hai vật thể có chạm nhau không. Trong những game đơn giản, điều này bình thường được thực hiện với phát hiện va chạm bounding box (hộp bao quanh).
* Hộp va chạm là cách tiêu chuẩn dể kiểm tra va chạm giữa hai vật thể. Hai đa giác va chạm nhau nếu chúng không tách rời.
* Ở đây chúng ta có hai box ko va chạm. Như bạn có thể thấy, x y đều tách rời: ![https://lazyfoo.net/tutorials/SDL/27_collision_detection/xy_separation.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX4AAAEeCAMAAAHN974CAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABgUExURf///6Ki/39//5OT/xoa/wAA/6en/4aG/5iY/yYm/w0N//+0tP+Zmf+oqP8zM/9kZP+iov9/f/+Tk/8AAP89Pf+UlP+trZ+f/5SU//+enoyM//+goP+2tqqq/6Cg/wAAABB0K84AAAAgdFJOU/////////////////////////////////////////8AXFwb7QAAAAlwSFlzAAAh1QAAIdUBBJy0nQAABHlJREFUeF7t3eFuGlkMhmE2UgSNSBfS/dnc/21udPoudDN4mIPxSaZ5n1QKjDzG+uRCCdBsVGLH90sewdVfPOEd6pMnfEl7vm82P8DViCc0XI10n6BiR3D1zQO4qkIzIXNX/O6+2BP+j/rsCV/S6e88d8VX74w9oeF6pPsE1eIR7rfHOB7hZu4mpE9qd9va8rh3wuELvAFw+AJvABy+oPwG9PEO58fU//BvnjOO32bvDVzjDVy1/huQ1onnXmcc/x1Px044LEm6m4ctF7rwXOyM41P2bzg+Zf+G41P2bzg+Zf+G41P2bzguaaTjCxfO+PHPyT8cv4n959l/nv3n2X+e/edV95ck3Q0vS52cP6NwwstSZxxfhLYn9+4vSZKkT2z3cNsrPDfhxaAYdR2cvwNTxqjr4PwdmDJGXQfn78CUMeo6OH8HpoxR18H5OzBljLoOzt+BKWPUdXD+DkwZo66D83dgyhh1kiRd8XO/f+bijO/X/E3hcPvjhXfoTPBOndiHvYfnbf4Lrx+/x5Qx57+R8zfOfyPnb5z/Rs7fOP+NnL9x/hutfX5JkiRJ98YnnWILnkO84cNQMeokSZIkSZIk6Q5GfnzniU/pxCjsMHL+b0wZo7DDyB/61sy/9v1Ze/7uz1Luz5T7s5z7M+X+LOf+TLk/y7k/U+7Pcu7PlPuznPsz5f4s5/5MuT/LuT9T7s9y7s/U2ueXJEmSpLXY75d8dJT/ZTJG3XjH45FLc/hfcmLUjef8DXXjOX9D3XjO31A3nvM31I3n/A114zl/Q914zt9QN57zN9SN5/wNdeM5f0PdeM7fUDee8zfUjef8DXXjOX9D3XjO31A3nvM31EmSJEmSJEmS1ON4DXXztg/XUHh3TBmjbp7zS5IkSZIkSZIkSZIkSZK0Jq/t3XE7rv1Brv9Kn6voVMn4Y3SqZPwxOlUy/hidKhl/jE6VjD9Gp0rGH6NTJeOP0amS8cfoVMn4Y3SqZPwxOlUy/hidKhl/jE6VjD9Gp0rGH6NTJeOP0amS8cfoVMn4Y3SqZPwxOlUy/hidKhl/jE6VjD9Gp0rGH6NTJeOP0amS8cfoVMn4Y3SqZPwxOlUy/hidKhl/jE6VjD9Gp0rGH6NTJeOP0amS8cfoVOl1u33Ybv/A+L89Pj095r7oJEmSJEmSJEmSpE/r0H5j5wvXcn6kfafTl/Fs/B/J+D/Ur/iX/b7ga8gwwe1PIMMEtz+BDBPc/gQyTHD7E8gwwe1PIMMEtz+BDBPc/gQyTHD7E8gwwe1PIMMEtz+BDBPc/gQyTHD7E8gwwe1PIMMEtz+BDBPc/gQyTHD7E8gwwe1PIMMEtz+BDBPc/gQyTHD7E8gwwe1PIMMEtz+BDBPc/gQyTHD7E8gwwe1PIMMEtz+BDBPc/gQyTHD7E8gwwe1PIMOELxe/JEmSJEmSJEmSJEmSJEmSpDIvac90uoPdbpv9otNatPeqp+zpdAfbbfs93Bl0WgsyTLhn/GSYQKe12O8PqT+Hw0863cHrX7vsF53KbDb/Asm+8ORAsB8yAAAAAElFTkSuQmCC)
* Còn ở đây thì va chạm trên y nhưng tách rời trên x: ![https://lazyfoo.net/tutorials/SDL/27_collision_detection/x_separation.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUAAAADwCAMAAAEx9H3PAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAA/UExURf///8zM/7+//39//5mZ/wAA/658zJ9fv/+/v/9/f8Rfmb8/f/8AAOF8md9ff/+Zmf/MzP/Ly/+YmJiY/wAAADNuOAYAAAAVdFJOU///////////////////////////ACvZfeoAAAAJcEhZcwAAIdUAACHVAQSctJ0AAAMJSURBVHhe7d3tbtpaEAXQtKG9IbQl7/+0l7Q7lTCDOc44DSFr/UEcjY+2tpTwZcwdH94mtxPf/si9Zzc1+JjbH3/kXjG4z+1k8NRNDcKHdJ/bidO/65sa3OV28nd9OrjN7WTw1E0NAvwzmzP/uWv5Nx1ZPGbDC7JTZPHY48ujZORhI7L4V3aKLB5bfcP9yyNaZKfI4hI27G/IZ7Q9ksW/7o9kEQA+q7Wfs9vwguwUWZyw4bzsFFmcuP4NJy9G51/4ZKfI4sT1bzh9Xp6dIotL2NCGWVziE24I3Ka86RVZfJH3vCKLAAAAjNu83aupvIlaysgAAWsZGSBgLSMDBKxlZICAtYwMELCWkQGPu+lHgcfysUQpI+ckSykjAwSsZWTA/vSkySPJUsrI2xKwS8AuAbsE7BIQALht+xkZOWczIyMryElXpYyck1OyShkBAAAAAACAz+v+fsUP9o7lfNpSRgYIWMvIAAFrGRkgYC0jAwSsZWSAgLWMDBCwlpEBAtYyMkDAWkYGCFjLyAABaxkZcPUBd7uX334sbfPVkcqlMzCTpZSRAQLWMjJAwFpGBlx9wO129nztTsB1CNglYJeAXQJ2CdglYJeAXQJ2CdglYNfVBwQAAADOesoVrCpPmTknV7AqZaTvIVewqjxk5pxcwaqUkb6rDwgAAAAAAAAAAAAAAAAw4MvXgy+582HkC1mL5fA1bZ73fbOrJL+VXKJ1sRy+JgU2KbBJgU0KbFJgkwKbFNikwCYFNimwSYFNCmxSYJMCmxTYpMAmBTYpsEmBTQps+v7fwffcWW7uAohzLl0c8YL0sVgOX9Pj7mD2Vw9nzf14xpzmD2ukj8Vy+JoU2KTAJgU2KbDp56+Dn7mz3DsV+Pzc6zVy+Jr2z08qZn+latY7FXhFFNikwCYFNimwSYFNCmxSYJMCmxTYpMAmBTYpsEmBTQpsUmCTApsU2KTAJgU2KbDp6eHg0g+hnvdO58YAAAAAAAAAwMfwTh+s59uri+XwK6LApqf967z+ZJLfNq+Uw1dzd/c/ae74JVU93V0AAAAASUVORK5CYII=)
* Đây là khi 2 box va chạm, cả x và y đều va chạm: ![https://lazyfoo.net/tutorials/SDL/27_collision_detection/collision.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUkAAAD3CAMAAAHQ5Ga9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB1UExURf///5ub/39//4mJ/wAA/4aG/8Rhm78/f8FLif8AAKAAXtBtm8xMf85YibQUXjY2/5+f//+bm/9/f/+Jif9eXv/Gxv+3t/+8vP9vb/+kpP+IiMBKiKthtIiI/8bG/6dWrsLC//+ZmcRembR0vpmZ/87O/wAAAGEpYFUAAAAndFJOU///////////////////////////////////////////////////AINWl9kAAAAJcEhZcwAAIdUAACHVAQSctJ0AAANeSURBVHhe7d3tbtpYFAXQKFONNW06I6FMqmkbpSD6/q84UO+Kr+sEOyelwFr54WAdLrtbKRBwzA0nt8x2413vMRc3LnR0ke3aX72h0Q/ZrmX0nx8Ob26e7VpGc+nAhY7CZbnNdqO/o3iXSxuXN9llu5L/9+8HJu+yXcnk3/2dZHZuzLJdyeR9Lu67vEmA11ge3n0f6O+kfzp8SrvPms/LYnGaNRdbD8Zb8ogTeXjuvbzmfOuha0sWi5EPZtY8kMXiN1gTztBsW/d0u+VbRgC4Dkc80d57pp2dwyz5jKwV2TnMks/IWpGdw652yfYvvnu/AWWxXiaGvcGSW6+Ab8ta0b8mHpkY1v7Nb2/J7DySJXdlrcjOI1lyV9aK7DzS1S4JwKvkRcFelxcFe5kAAADOzbLo+Xxe1W16+bipl0j5k5TjJFCTlOMkUJOU4yRQk5TjJFDTtaRcdANvwTblnZWmnUOed1xLyvls4H2ppgRqesvDiKWsI2UdKetIWUfKOueREgAATifH0jV0u396u+NX/x3ufNBi8XU55HuuDQAAAAAAvNbt7euPdV3JcbNtmZlOyMjMdEJGZqYTMjIznZCRmemEjMxMJ2RkZjohIzPTCRmZmU7IyMx0QkZmphMyMjPdWYTsui/57gj5O5e2JGrItacTMnLt6c4i5N3dx3x3hMRpy8m0G3Lt6Wazz/nuCInTlpm3IGQVIasIWUXIKkJWEbKKkFWErCJkFSGrCFnlLEICAAAAAJyFnDSvoet2P6h2R679iyRRw28UMif2a1gs/syZ/Q79kWsDAAAAAAAAAAAAAFy75fpA8JKz4JbICUrHO/0/YfmoyRp+Jqtosoomq2iyiiaraLKKJqtosoomq2iyiiaraLKKJqtosoomq2iyiiaraLKKJqtosoomq2iyiiarfOhWRnxW6Qj5jJLx3qedMU7f5EKTRfxMVvEzWWW+Pg/niI9tGiG9jHefBc6LJqtosoomq2iyiiaraLKKJqtosoomq2iyiiaraLKKJqtosoomq2iyiiaraLKKJqtosoomq2iyiiar/Pvp4eHhUy7Uup9N/PovCwAAAAAAAAAAAACcmc8TfFl7un0c/fU9N3qR1kcLj7U+o1b3tD7/4EjfcqMXKeWMcq5N3tz8D44CCctas7xnAAAAAElFTkSuQmCC)

|  |
| --- |
| // The dot that will move around on the screen  class Dot  {  public:      // The dimensions of the dot      static const int DOT\_WIDTH = 20;      static const int DOT\_HEIGHT = 20;      // Maximum axis velocity of the dot      static const int DOT\_VEL = 10;      // Initializes the variables      Dot();      // Takes key presses and adjusts the dot's velocity      void handleEvent(SDL\_Event &e);      // Moves the dot and checks collision      void move(SDL\_Rect &wall);      // Shows the dot on the screen      void render();  private:      // The X and Y offsets of the dot      int mPosX, mPosY;      // The velocity of the dot      int mVelX, mVelY;  **// Dot's collision box**  **SDL\_Rect mCollider;**  }; |

* Đây là điểm trong bài trước. Chúng ta có thêm dữ liệu thành viên mới là mCollider đại diện cho collision box. Hàm di chuyển sẽ lấy HCN là collision box làm tường.

|  |
| --- |
| Dot::Dot()  {      // Initialize the offsets      mPosX = 0;      mPosY = 0;  **// Set collision box dimension**  **mCollider.w = DOT\_WIDTH;**  **mCollider.h = DOT\_HEIGHT;**      // Initialize the velocity      mVelX = 0;      mVelY = 0;  } |

Trong hàm tạo, chú ý khởi tạo kích thước của collider.

|  |
| --- |
| void Dot::move(SDL\_Rect &wall)  {      // Move the dot left or right      mPosX += mVelX;      mCollider.x = mPosX;      // If the dot collided or went too far to the left or right      if ((mPosX < 0) || (mPosX + DOT\_WIDTH > SCREEN\_WIDTH) || checkCollision(mCollider, wall))      {          // Move back          mPosX -= mVelX;          mCollider.x = mPosX;      }      // Move the dot up or down      mPosY += mVelY;      mCollider.y = mPosY;      // If the dot collided or went too far up or down      if ((mPosY < 0) || (mPosY + DOT\_HEIGHT > SCREEN\_HEIGHT) || checkCollision(mCollider, wall))      {          // Move back          mPosY -= mVelY;          mCollider.y = mPosY;      }  } |

* Đây là hàm di chuyển mới, giờ sẽ kiểm tra xem chúng ta có va chạm tường không. Nó hoạt động như trước, chỉ là giờ nó làm cho điểm không đi ngược lại nếu ra ngoài màn hình hay chạm phải tường.
* Đầu tiên chúng ta di chuyển điểm dọc theo trục x, nhưng chúng ta cũng phải thay đổi vị trí của colllider. Bất cứ khi nào chúng ta thay đổi vị trí của điểm, vị trí của collider cũng phải thay đổi theo.
* Sau đó chúng ta sẽ kiểm tra xem điểm có đi quá màn hình hay chạm tường không. Nếu có chúng ta phải di chuyển nó trở lại.

|  |
| --- |
| bool checkCollision(SDL\_Rect a, SDL\_Rect b)  {      // The sides of the rectangles      int leftA, leftB;      int rightA, rightB;      int topA, topB;      int bottomA, bottomB;      // Calculate the sides of rect A      leftA = a.x;      rightA = a.x + a.w;      topA = a.y;      bottomA = a.y + a.h;      // Calculate the sides of rect B      leftB = b.x;      rightB = b.x + b.w;      topB = b.y;      bottomB = b.y + b.h; |

Đây là nơi kiểm tra va chạm. Đoạn code này tính trên dưới trái phải của collision box.

|  |
| --- |
| // If any of the sides from A are outside of B      if (bottomA <= topB)      {          return false;      }      if (topA >= bottomB)      {          return false;      }      if (rightA <= leftB)      {          return false;      }      if (leftA >= rightB)      {          return false;      }      // If none of the sides from A are outside B      return true;  } |

* Đây là nơi chúng ta kiểm tra sự va chạm trên các trục x, y. Nếu va chạm sẽ trả về true.
* Chú ý: SDL có vài hàm phát hiện va chạm dựng sẵn, nhưng trong bài này chúng ta sẽ tự triển khai.

|  |
| --- |
| // Main loop flag              bool quit = false;              // Event handler              SDL\_Event e;              // The dot that will be moving around on the screen              Dot dot;              // Set the wall              SDL\_Rect wall;              wall.x = 300;              wall.y = 40;              wall.w = 40;              wall.h = 400; |

* Trước khi vào main loop, chúng ta khai báo điểm và vị trí của tường.

|  |
| --- |
| // While application is running              while (!quit)              {                  // Handle events on queue                  while (SDL\_PollEvent(&e) != 0)                  {                      // User requests quit                      if (e.type == SDL\_QUIT)                      {                          quit = true;                      }                      // Handle input for the dot                      dot.handleEvent(e);                  }                  // Move the dot and check collision                  dot.move(wall);                  // Clear screen                  SDL\_SetRenderDrawColor(gRenderer, 0xFF, 0xFF, 0xFF, 0xFF);                  SDL\_RenderClear(gRenderer);                  // Render wall                  SDL\_SetRenderDrawColor(gRenderer, 0x00, 0x00, 0x00, 0xFF);                  SDL\_RenderDrawRect(gRenderer, &wall);                  // Render dot                  dot.render();                  // Update screen                  SDL\_RenderPresent(gRenderer);              } |

* Đây là hàm main của chúng ta với xử lý sự kiện của điểm, di chuyển và liên tục kiểm tra va chạm với tường và cuối cùng render tường và điểm lên màn hình.

# 2. Nâng cao

Hai phần tiếp theo đây là tham khảo thêm. Những điều này dành cho xử lý va chạm nâng cao hơn so với beginner chúng ta.

* Bây giờ khi ta muốn làm cái gì đó cơ bản như tetris, kiểu phát hiện va chạm này ổn. Nhưng với những thứ như mô phỏng vật lý lại khó hơn rất nhiều.
* Với những thứ như mô phỏng cơ thể không thể bị bẻ cong, chúng ta có logic của chúng ta để làm mỗi khung hình:

1. Áp dụng tất cả lực lên cái vật trong cảnh (trọng lực, gió, lực đẩy, v.v)
2. Di chuyển vật bằng cách áp dụng gia tốc và vận tốc theo vị trí.
3. Kiểm tra va chạm cho tất cả vật thể và tạo một tập hợp các contact. Contact là một CTDL mà điển hình chứa pointers để hai vật thể va chạm, một vector bình thường từ vật 1 sang vật 2, và lượng thâm nhập của các vật.
4. Lấy tập hợp các liên hệ ghi nhận được và giải quyết các va chạm. Điều này thường liên quan đến việc kiểm tra lại các liên hệ (trong giới hạn) và giải quyết chúng.

* Bây giờ nếu như bạn hầu như không học cách phát hiện va chạm, điều này sẽ nằm ngoài tầm với bạn bây giờ. Điều này sẽ cần cả một bộ hướng dẫn (mà hiện tại ta không có thời gian để làm) để giải thích nó. Không những vậy, nó còn liên quan đến vector trong toán và lý. Chỉ cần ghi nhớ điều này khi bạn cần một game có nhiều vật thể va chạm và tự hỏi làm thế nào để tất cả cấu trúc cho một công cụ vật lý hoạt động.
* Một thứ khác là các box chúng ta có ở đây là AABBs hoặc trục bao ngoài box. Điều này nghĩa là chúng có cạnh được căn với trục x và y. Nếu bạn muốn có box được xoay, bạn có thể vẫn dùng kiểm tra tách rời trên OBBs (oriented bounding boxes – hộp giới hạn định hướng). Thay vì chiếu các góc lên trục x, y, bạn sẽ chiếu các góc lên trục I, J. Bạn cũng có thể mở rộng lên thành đa giác.